ABSTRACT

Code review is a common practice for improving the quality of source code changes and expediting knowledge transfer in a development community. In modern code review, source code changes or patches are considered to be assessed and approved for integration by multiple reviewers. However, from our empirical study, we found that some patches are reviewed by only one reviewer, and some reviewers did not continue the review discussion, which can have negative effects on software quality. To understand these reviewers’ behaviors, we model the code review situation based on the snowdrift game, which is used to analyze social dilemmas. With this game-theoretical modeling, we found that it can explain reviewers’ behaviors well.
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1. INTRODUCTION

Modern code review is less formal, lightweight, and tool-assisted code examination process, and is well-established best practice in both open source and proprietary software projects. The general process can be summarized as follows [1]. First, a developer creates a change and submits it for review. Second, other developers discuss the change and suggest fixes. The change can be re-submitted multiple times to deal with the suggested changes. Finally, one or more reviewers approve the change to be integrated in the main source code repository, or reject the change. While finding defects is the main motivation for code review, reviewers expect additional benefits, such as knowledge transfer, increased team awareness, and creation of alternative solutions to problems [2].

Rigby and Storey revealed several characteristics of reviewers in open source projects, that is, objective analyzer, expert or fatherly adviser, and enthusiastic supporter or champion as positive personas; grumpy cynic and frustratively resigned as negative personas [3]. Since review requests are broadcasted to a community, there is a concern of discussion deadlock because of too many stakeholders being involved. This study reported that bike shed effect, a long discussion that involves few core developers, does not appear to be a significant problem. This is because individuals with lower status in an open source software community generally receive little attention from the community. Rigby and Bird reported that the median number of reviewers is two in not only open source review, but Google-led projects (Android and Chromium OS) and Microsoft projects (Bing, Office, and MS SQL) [1]. Through a case study with Qt, VTK, and ITK projects, McIntosh et al. found that lack of reviewer participation has a negative impact on software quality, and reviews without discussion are associated with higher post release defect counts [4]. Bosu and Carver revealed that OSS developers’ reputations can have impact on code review outcome [5]. They reported that core developers receive quicker first feedback on their review request, and complete review processes in shorter time. On the other hand, peripheral developers may have to wait 2 to 19 times longer than core developers for the review process.

We have investigated Gerrit1 datasets in Qt and OpenStack to see reviewers’ actual activities [6]. Although code review are expected to be processed by multiple reviewers, we found that some reviews were conducted solely, and some reviewers stopped discussion before reaching agreements. Understanding the mechanism of this phenomenon is important because lack of reviewer participation has a negative impact on software quality [4].

To understand reviewer participation, we build game theoretical models of code review situation based on the snowdrift game. The snowdrift game is two-person games with two strategies, to cooperate and to defect, and can model social dilemmas similar to the prisoner’s dilemma. In code

1https://www.gerritcodereview.com/index.md
(1) How many reviewers are involved? (2) Did reviewers immediately reach an agreement? (3) Did reviewers eventually reach an agreement? (4) What was the final decision?

Table 1: Frequencies of review patterns.

<table>
<thead>
<tr>
<th>Pattern</th>
<th>Consensus</th>
<th>Discrepancy (Resolved)</th>
<th>Discrepancy (Not resolved)</th>
<th>Solo</th>
</tr>
</thead>
<tbody>
<tr>
<td>Qt</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>A (67%)</td>
<td>B (2%)</td>
<td>C (12%)</td>
<td></td>
</tr>
<tr>
<td></td>
<td>45,861</td>
<td>1,046</td>
<td>8,345</td>
<td></td>
</tr>
<tr>
<td></td>
<td>D (0%)</td>
<td>E (6%)</td>
<td>F (12%)</td>
<td></td>
</tr>
<tr>
<td></td>
<td>0</td>
<td>4,131</td>
<td>7,911</td>
<td></td>
</tr>
<tr>
<td></td>
<td>G (1%)</td>
<td>H (&lt;1%)</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>559</td>
<td>1,409</td>
<td></td>
<td></td>
</tr>
<tr>
<td>OpenStack</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>A (71%)</td>
<td>B (&lt;1%)</td>
<td>C (7%)</td>
<td></td>
</tr>
<tr>
<td></td>
<td>61,356</td>
<td>106</td>
<td>6,042</td>
<td></td>
</tr>
<tr>
<td></td>
<td>D (0%)</td>
<td>E (2%)</td>
<td>F (13%)</td>
<td></td>
</tr>
<tr>
<td></td>
<td>33</td>
<td>2,109</td>
<td>11,437</td>
<td></td>
</tr>
<tr>
<td></td>
<td>G (2%)</td>
<td>H (5%)</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>1,409</td>
<td>4,057</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Figure 1: Code review participation and agreement patterns.
Table 2: The utility matrix of code review based on the snowdrift game

<table>
<thead>
<tr>
<th>Reviewer B</th>
<th>Review (Cooperate, C)</th>
<th>Not review (Defect, D)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Reviewer A</td>
<td>Review (Cooperate, C)</td>
<td>((b - \frac{c}{2}, b - \frac{c}{2}))</td>
</tr>
<tr>
<td>Not review (Defect, D)</td>
<td>((b, b - c))</td>
<td>((0, 0))</td>
</tr>
</tbody>
</table>

A familiar representation of strategic interactions in game theory. A natural way to represent games is via n-dimensional matrix. In general, each row corresponds to a possible action for player 1, each column corresponds to a possible action for player 2, and each cell corresponds to one possible outcome from each player’s action. Each player’s utility for an outcome is written in the cell corresponding to that outcome, with player 1’s utility listed first. Finally, we assume that every player knows all the information, including how much utility an adversary receives at a cell. That is why we call this game perfect information.

A pure strategy is the strategy that players select a single action and play it. We call a choice of pure strategy for each player a pure-strategy profile.

A mixed strategy is the strategy that players select a single action based on the action selection probability of co-player.

The Nash equilibrium (NE) is a stable strategy profile: no player would want to change his strategy if he knew what strategy the other players were following. In a pure-strategic form game, players rely on NE to make decisions. In a mixed-strategic form game, players rely on expected utility to make decisions.

In this paper, we study both pure and mixed strategic form games in which there are only two players, namely a reviewer A and a reviewer B. The games consist of two-dimensional matrix (in other words, each player has binary actions).

### 3.2 Game Description

We model the code review situation based on the snowdrift game. The snowdrift game is known to be a good model to analyze social dilemmas [11]. The concept of snowdrift game can be described as follows. There are two drivers that are caught in a blizzard and trapped on either side of a snowdrift. They can either get out and start shoveling (cooperate) or remain in the car (defect). If both cooperate, they have the benefit b of getting home while sharing the labour c. Thus, the utility is \(b - \frac{c}{2}\). If both defect, they do not get anywhere and utility is 0. If only one shovels, however, they both get home but the defector avoids the labour cost and gets the utility b, whereas the cooperator gets the utility \(b - c\). There is an article that claims that the snowdrift game is a better model for funding of open source software compared to the well-known Prisoner’s Dilemma.

Table 2 shows the utility matrix of the snowdrift game in code review. In Table 2, the first column corresponds to a possible action for the reviewer A, and the first row corresponds to a possible action for the reviewer B, and each cell corresponds to one possible outcome. Each reviewer chooses either cooperate (C) or defect (D). Each player’s utility consists of benefit b and cost c. If costs are high (\(2b > c > b > 0\)), these utilities recover the Prisoner’s dilemma, that is, both player should defect. By contrast, if \(b > c > 0\), the utilities generate the snowdrift game.

As reported in the previous study [2], knowledge transfer, increased team awareness, and creation of alternative solutions to problems can be regarded as benefits. The effort of reviewing code can be regarded as costs. The expected removed effort that will be needed to fix remain bugs if review fails may be regarded as a benefit of review too.

### 3.3 Pure Strategic Form Game Analysis

We calculate a NE of the pure strategic form game. We examine each action profile in turn to find a NE.

- (C, C) Each player can increase his utility by choosing another action (D). Thus, this action profile is not a NE.
- (C, D) Each player can not increase his utility by choosing another action. Thus, this action profile is a NE.
- (D, C) Each player can not increase his utility by choosing another action. Thus, this action profile is a NE.
- (D, D) Each player can increase his utility by choosing another action (C). Thus, this action profile is not a NE.

Thus, we conclude that the game has two NE, (C,D) and (D,C). From this result, it is revealed that each reviewer has motivation to not review (defect) if the other review (cooperate), but to review if the other does not review.

### 3.4 Mixed Strategic Form Game Analysis

We calculate an expected utility of the game. First, we calculate an expected utility of the reviewer A. We assume the probability that the reviewer B chooses C on \(q\) and chooses D on \(1 - q\). Then, the expected utility of the reviewer A when he chooses C is \((b - \frac{c}{2})q + (b - c)(1 - q)\). The expected utility of the reviewer A when he/her chooses D is \(bq\).

If the following equation holds, the reviewer A is considered to choose C:

\[
(b - \frac{c}{2})q + (b - c)(1 - q) > bq
\]

This can be summarized as:

\[
q < 1 - \frac{c}{2b - c} = 1 - \frac{1}{2n - 1}
\]

where \(n = \frac{c}{b}\).

This means that the reviewer A can get more expected utility by choosing C when n (the ratio of b to c) is increased, that is, the ratio of benefit b to cost c is higher. Similarly, if the benefit is rather larger than cost, the reviewer B will choose C (cooperate, review). On the contrary, if the ratio of b to c is small, each reviewer seems to chose D (defect, not review).

### 3.5 Summary

From the NE analysis, we showed that each reviewer has a motive of choosing different action from co-reviewer. Actually, reviewers have discarded reviews in 15%-18% review...
categories, and only one reviewer has reviewed in 1%-7% review categories.

From the expected utility analysis, we showed that both reviewers have a motive of choosing C as b becomes larger than c in b > c > 0. Actually, reviewers have reviewed cooperatively in 78%-79% review categories. Why is the rate of cooperative reviewer such high? In other words, why is the benefit much higher than the cost for reviewers? McIntosh et al. found that poorly reviewed code has a negative impact on software quality [4], and reviewers seem to know that. Thus, we consider that the benefit is much higher than the cost for reviewers, and reviewers cooperatively review.

To explain the distributions of review patterns in Table 1, how much benefits can we expect for reviewers compared to costs? From the datasets, we found that b = 8.3 if c = 1. Although, the values of expected benefits should vary with reviewers in real environment, this observation is interesting since average reviewers seem to expect much higher benefits compared to the cost of reviews. Further empirical evaluation should be needed and interesting.

4. RELATED WORK

Game theory is a bag of analytical tools designed to help us understand the phenomena that we observe when decision-makers interact [9]. A mathematical formulation makes it easy to define concepts precisely, to verify the consistency of ideas, and to explore the implications of assumptions. Bacon et al. showed the vision of software economics, which intends to re-imagine the software development process in terms of decentralized, self-regulating economies [14]. We will proceed this kind of vision by integrating theoretical and empirical analysis.

There are some studies introducing game theoretical analysis into software engineering problems. Bacon et al. proposed a market-based mechanism of bidding for features and fixes [12]. Rao et al. designed a dynamic model of the software engineering ecosystem for incentivizing correcting the root cause of bugs instead of fixing them superficially [13]. Hata et al. studied the characteristics of sustainable OSS projects based on leader-follower game modeling and data mining of GitHub dataset [7]. Sun et al. studied the mechanism of indivisible objects exchange, which can be used for re-scheduling of tasks, such as bug fixing [8].

5. CONCLUSION

This paper studied the participations of reviewers in OSS code review by theoretical and empirical analysis. We modeled the reviewing situation based on the snowdrift game in which a reviewer cooperates and defects with each other. Based on game-theoretical models, we revealed two motivations of reviewers (i) a reviewer has a motive of choosing different action from other reviewer (ii) a reviewer cooperates with other reviewers when the benefit of review is higher than the cost.

In this paper, we revealed motivations of reviewers based on a strategic form game. However, we do not consider a situation that a reviewer knows the other reviewer’s action. In a real code review scenario, it is natural a reviewer can see other reviewers’ actions. To consider this situation, we will use an extensive form game in our future work. An extensive form game is represented as a tree, which is also known as a game tree. Each non-terminal node in a game tree corresponds to the moment of the choice of one player, and each edge from a node corresponds to an action possible for the player at the moment. Each terminal (or leaf) node represents a final outcome, under which each player receives a utility. With this model, we can analyze the motivations of reviewers at the situation that a reviewer knows the other reviewer’s action.
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